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Chapter 1

Introduction

1.1 National Mission in Education through ICT

The National Mission on Education through ICT (NMEICT) is a scheme under the

Department of Higher Education, Ministry of Education, Government of India. It aims

to leverage the potential of ICT to enhance teaching and learning in Higher Education

Institutions in an anytime-anywhere mode.

The mission aligns with the three cardinal principles of the Education Policy—access,

equity, and quality—by:

• Providing connectivity and affordable access devices for learners and institutions.

• Generating high-quality e-content free of cost.

NMEICT seeks to bridge the digital divide by empowering learners and teachers in

urban and rural areas, fostering inclusivity in the knowledge economy. Key focus areas

include:

• Development of e-learning pedagogies and virtual laboratories.

• Online testing, certification, and mentorship through accessible platforms like EduSAT

and DTH.

• Training and empowering teachers to adopt ICT-based teaching methods.

For further details, visit the official website: www.nmeict.ac.in.
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1.1.1 ICT Initiatives of MoE

The Ministry of Education (MoE) has launched several ICT initiatives aimed at students,

researchers, and institutions. The table below summarizes the key details:

No. Resource For Students/Researchers For Institutions

Audio-Video e-content

1 SWAYAM Earn credit via online courses Develop and host courses; accept
credits

2 SWAYAMPRABHA Access 24x7 TV programs Enable SWAYAMPRABHA
viewing facilities

Digital Content Access

3 National Digital Li-
brary

Access e-content in multiple dis-
ciplines

List e-content; form NDL Clubs

4 e-PG Pathshala Access free books and e-content Host e-books

5 Shodhganga Access Indian research theses List institutional theses

6 e-ShodhSindhu Access full-text e-resources Access e-resources for institu-
tions

Hands-on Learning

7 e-Yantra Hands-on embedded systems
training

Create e-Yantra labs with IIT
Bombay

8 FOSSEE Volunteer for open-source soft-
ware

Run labs with open-source soft-
ware

9 Spoken Tutorial Learn IT skills via tutorials Provide self-learning IT content

10 Virtual Labs Perform online experiments Develop curriculum-based exper-
iments

E-Governance

11 SAMARTH ERP Manage student lifecycle digi-
tally

Enable institutional e-
governance

Tracking and Research Tools

12 VIDWAN Register and access experts Monitor faculty research out-
comes

13 Shodh Shuddhi Ensure plagiarism-free work Improve research quality and
reputation

14 Academic Bank of
Credits

Store and transfer credits Facilitate credit redemption

Table 1.1: Summary of ICT Initiatives by the Ministry of Education
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1.2 FOSSEE Project

The FOSSEE (Free/Libre and Open Source Software for Education) project promotes

the use of FLOSS tools in academia and research. It is part of the National Mission on

Education through Information and Communication Technology (NMEICT), Ministry of

Education (MoE), Government of India.

1.2.1 Projects and Activities

The FOSSEE Project supports the use of various FLOSS tools to enhance education and

research. Key activities include:

• Textbook Companion: Porting solved examples from textbooks using FLOSS.

• Lab Migration: Facilitating the migration of proprietary labs to FLOSS alterna-

tives.

• Niche Software Activities: Specialized activities to promote niche software tools.

• Forums: Providing a collaborative space for users.

• Workshops and Conferences: Organizing events to train and inform users.

1.2.2 Fellowships

FOSSEE offers various internship and fellowship opportunities for students:

• Winter Internship

• Summer Fellowship

• Semester-Long Internship

Students from any degree and academic stage can apply for these internships. Se-

lection is based on the completion of screening tasks involving programming, scientific

computing, or data collection that benefit the FLOSS community. These tasks are de-

signed to be completed within a week.

For more details, visit the official FOSSEE website.
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Figure 1.1: FOSSEE Projects and Activities

1.3 Osdag Software

Osdag (Open steel design and graphics) is a cross-platform, free/libre and open-source

software designed for the detailing and design of steel structures based on the Indian

Standard IS 800:2007. It allows users to design steel connections, members, and systems

through an interactive graphical user interface (GUI) and provides 3D visualizations of

designed components. The software enables easy export of CAD models to drafting

tools for construction/fabrication drawings, with optimized designs following industry

best practices [1, 2, 3]. Built on Python and several Python-based FLOSS tools (e.g.,

PyQt and PythonOCC), Osdag is licensed under the GNU Lesser General Public License

(LGPL) Version 3.
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1.3.1 Osdag GUI

The Osdag GUI is designed to be user-friendly and interactive. It consists of

• Input Dock: Collects and validates user inputs.

• Output Dock: Displays design results after validation.

• CAD Window: Displays the 3D CAD model, where users can pan, zoom, and

rotate the design.

• Message Log: Shows errors, warnings, and suggestions based on design checks.

Figure 1.2: Osdag GUI

1.3.2 Features

• CAD Model: The 3D CAD model is color-coded and can be saved in multiple

formats such as IGS, STL, and STEP.

• Design Preferences: Customizes the design process, with advanced users able to

set preferences for bolts, welds, and detailing.

• Design Report: Creates a detailed report in PDF format, summarizing all checks,

calculations, and design details, including any discrepancies.

For more details, visit the official Osdag website.
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Chapter 2

Screening Task

2.1 Problem Statement

The screening task involved designing a bolted lap joint connecting two steel plates sub-

jected to a known axial tensile force. The objective was to develop an efficient and

optimized design algorithm that complies with the IS 800:2007 code for steel structures.

The design had to:

• Select appropriate bolt diameters and grades

• Choose suitable plate material

• Perform necessary strength checks

• Optimize the connection layout

• Ensure the utilization ratio is close to 1

2.2 Tasks Done

2.2.1 Introduction

This screening task was an opportunity to apply mechanical and structural design con-

cepts to a practical software-driven solution. It tested both analytical thinking and coding

proficiency. The focus was on the development of an automated Python program that

could compute all the necessary parameters for a safe and optimized bolted lap joint.
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2.2.2 Input Parameters and Assumptions

The algorithm accepted the following as inputs:

• Plate Width (w)

• Plate Thicknesses (t1, t2)

• Applied Tensile Force (P )

Bolt diameters and grades were selected from predefined standard sets.

The assumptions included:

• Plates are steel and follow IS 800:2007

• More than two bolts must be used

• Edge and end distances follow detailing standards

2.2.3 Design Methodology

The algorithm followed a multi-step process:

1. Material Selection: Select bolt and plate grades from given standards.

2. Strength Calculation:

• Calculate the bolt’s shear capacity using its yield strength.

• Determine the bearing strength using the plate material properties.

3. Bolt Number Estimation: Compute the number of bolts required based on

tensile load and strength values.

4. Geometric Detailing:

• Calculate pitch, gauge, edge, and end distances.

• Maintain round figures for manufacturability.

5. Optimization and Validation:

• Choose the configuration with minimal length and optimal bolt usage.

• Validate the utilization ratio and strength of the connection.
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2.2.4 Flowchart of Design Logic

Start

Input Parameters

Calculate
Bolt Strength

Determine Num-
ber of Bolts

Calculate De-
tailing Distances

Optimize
Connection

Verify Design

End

Figure 2.1: Flowchart of Bolted Lap Joint Design

2.2.5 Python Code Implementation

Algorithm Logic

The core of the implementation is a Python script that:

• Selects combinations of bolt diameters and grades

• Calculates strength parameters

• Iteratively determines the optimal number of bolts and geometry

• Stores the most efficient configuration
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Main Script: bolted lap joint design.py

Listing 2.1: Python Function to Design a Bolted Lap Joint

\section{Python Code Implementation}

\subsection{Main Design Script: \texttt{bolted\_lap\_joint\

_design.py}}

\begin{lstlisting }[ language=Python , caption ={ Function to Design a

Bolted Lap Joint}]

import math

def design_lap_joint(P, w, t1 , t2):

P_N = P * 1000 # Convert kN to N

d_list = [10, 12, 16, 20, 24]

GB_list = [3.6, 4.6, 4.8, 5.6, 5.8]

GP_list = ["E250", "E275", "E300", "E350", "E410"]

plate_grades = {

"E250": (250, 410),

"E275": (275, 440),

"E300": (300, 470),

"E350": (350, 510),

"E410": (410, 550)

}

plate_grade = GP_list [-1]

fy_plate , fu_plate = plate_grades[plate_grade]

best_design = None

min_length = float(’inf’)

for d in d_list:

for GB in GB_list:
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bolt_fu , bolt_fy = calculate_bolt_strength(GB)

A_bolt = math.pi * (d / 2) ** 2

V_b = 0.6 * bolt_fy * A_bolt / 1.25

N_b = math.ceil(P_N / (V_b * 0.75))

if N_b <= 2:

continue

e = d + 5

p = d + 10

g = w / 2

length_of_connection = w + 2 * e

V_dpb = 0.6 * fu_plate * (t1 + t2) * d / 1.25

Utilization_ratio = P_N / (N_b * V_b * 0.75)

if Utilization_ratio <= 1 and length_of_connection <

min_length:

min_length = length_of_connection

best_design = {

"bolt_diameter": d,

"bolt_grade": GB,

"number_of_bolts": N_b ,

"pitch_distance": p,

"gauge_distance": g,

"end_distance": e,

"edge_distance": e,

"number_of_rows": 1,

"number_of_columns": N_b ,

"hole_diameter": d + 2,

"strength_of_connection": N_b * V_b * 0.75,

"yield_strength_plate_1": fy_plate ,

"yield_strength_plate_2": fy_plate ,

"length_of_connection": length_of_connection ,

"efficiency_of_connection": Utilization_ratio

}

14



if best_design is None:

raise ValueError("No suitable design found that meets the

requirements.")

return best_design

def calculate_bolt_strength(bolt_grade):

bolt_fu = float(int(bolt_grade) * 100)

bolt_fy = float(( bolt_grade - int(bolt_grade)) * bolt_fu)

return [bolt_fu , bolt_fy]

if __name__ == "__main__":

design = design_lap_joint (100, 150, 10, 12)

for k, v in design.items():

print(f"{k}: {v}")

Test Script: test lap joint.py

Listing 2.2: Test Script using PyTest for Bolt Count Validation

\subsection{Test Script: \texttt{test\_lap\_joint.py}}

\begin{lstlisting }[ language=Python , caption ={Test to Validate

Number of Bolts}]

import pytest

from bolted_lap_joint_design import design_lap_joint

thickness_values = [6, 8, 10, 12, 16, 20, 24]

load_values = range(0, 101, 10)

w = 150

@pytest.mark.parametrize("P", load_values)

@pytest.mark.parametrize("t1", thickness_values)

@pytest.mark.parametrize("t2", thickness_values)

def test_min_two_bolts(P, t1 , t2):
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try:

result = design_lap_joint(P, w, t1 , t2)

assert result["number_of_bolts"] >= 2, f"FAILED: P={P},

t1={t1}, t2={t2}"

except ValueError:

pass

2.2.6 Results and Observations

The final design output includes:

• Optimal bolt diameter and grade

• Required number of bolts

• Detailing dimensions (pitch, gauge, end, edge)

• Utilization ratio close to 1

• Overall connection length

The Python script efficiently provided validated and optimized configurations for a

wide range of input conditions.
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Chapter 3

Internship Task 1: Osdag UI Redesign

3.1 Problem Statement

As part of the onboarding process for the Osdag development internship, the first task

involved thoroughly exploring the existing Osdag user interface (UI) and suggesting im-

provements. The primary aim was to evaluate the usability, layout structure, module

categorization, and navigation flow of the application.

Interns were required to submit a redesign proposal, showcasing how the Osdag in-

terface could be enhanced to provide a more intuitive and user-friendly experience.

3.2 Tasks Done

1. UI Exploration and Analysis:

• Navigated through the current Osdag desktop interface to understand how

users interact with different modules (e.g., tension member, beam-column con-

nections, etc.).

• Identified inconsistencies in navigation flow, and analyzed redundancies across

menus and screen layout elements.

2. Redesign Suggestions:

17



• Proposed a cleaner, responsive home page with improved visibility for each

design module.

• Introduced a side navigation panel for faster access to different components of

Osdag (e.g., connections, sections, reports).

• Ensured consistency in spacing, alignment, and color theme for a more modern

look.

• Added tooltips, icons, and breadcrumb trails to improve user navigation and

accessibility.

3. UI Redesign Implementation:

• Created UI mockups using simple design tools and labeled screenshots to vi-

sualize the improved interface.

• Aligned the new interface with the Osdag framework structure so it can be

easily interpreted by developers.

• Submitted the final redesign screenshots for review.

The task helped in understanding the architecture of Osdag’s GUI and laid the foun-

dation for working on later modules. It also encouraged creative thinking in balancing

engineering logic with interface simplicity.
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3.3 Redesigned Interface Screenshots

Figure 3.1: Redesigned Home Page of Osdag

Figure 3.2: Improved Module Selection Page

19



Figure 3.3: Navigation Panel with Redesigned Sidebar

20



Chapter 4

Internship Task 2: Cleat Angle Connection

Design

4.1 Problem Statement

The internship task involved designing and testing a cleat angle connection using the

backend modules of the Osdag structural steel design software. Cleat angle connections

are commonly used in structural frameworks to connect beams and columns using bolted

angle sections. The objective was to verify design calculations like shear yielding, block

shear, and moment capacity using YAML-based input files and Python scripting. The

focus was on enabling a command-line workflow for automated testing and bypassing the

GUI-based inputs.

4.2 Tasks Performed

• Integrated Osdag’s internal design modules with a standalone Python script.

• Patched missing constants and logging modules to support non-GUI execution.

• Emulated Osdag’s database queries using dummy connectors for bolt properties.

• Parsed .osi input files in YAML format and passed them to the design class.

• Executed the design logic and extracted output values such as cleat designation,

strength capacities, and bolt details.

21



• Refactored the code to remove assertion-based validation and allow open-ended test

evaluation.

4.3 Python Code

Listing 4.1: Cleat Angle Connection Design Script

import sys

import os

import builtins

import yaml

import logging

from osdag.design_type.connection.cleat_angle_connection import

CleatAngleConnection

import osdag.design_type.connection.cleat_angle_connection as cleat_mod

# Setup environment

sys.path.insert(0, os.path.abspath(os.path.join(os.path.dirname(_file_)

, "../ src")))

builtins.KEY_DP_FAB_SHOP = "fab_shop"

builtins.KEY_DP_FAB_FIELD = "fab_field"

cleat_mod.logger = logging.getLogger("dummy_logger")

cleat_mod.logger.addHandler(logging.NullHandler ())

# Patch set_input_values

def patched_set_input_values(self , design_dictionary):

CleatAngleConnection.bases [0]. set_input_values(self ,

design_dictionary)

CleatAngleConnection.set_input_values = patched_set_input_values

# Mock DB access

class DummyCursor:

def execute(self , query):

if "Bolt" in query:

return [(10 ,), (8,), (12,)]

return []

def fetchall(self): return [(10 ,), (8,), (12,)]

22



class DummyConnection:

def execute(self , q): return DummyCursor ()

def cursor(self): return DummyCursor ()

def commit(self): pass

def close(self): pass

if "osdag.Common" in sys.modules:

sys.modules["osdag.Common"]. connectdb = lambda name:

DummyConnection ()

# Load YAML file

def load_osi_file(filepath):

with open(filepath , ’r’) as f:

return yaml.safe_load(f)

# Run design

def run_design(filepath):

data = load_osi_file(filepath)

obj = CleatAngleConnection ()

obj.set_input_values(data)

connector = data.get("Connector", {})

obj.angle_list = connector.get("Angle_List", [])

obj.cleat_list = obj.angle_list.copy()

obj.cleat_material_grade = connector.get("Material", "")

obj.check_available_cleat_thk ()

return obj

4.4 Test Execution and Sample Output

To validate the logic, the script was run with CleatAngleTest1.osi. A test snippet is

shown below:

Listing 4.2: Sample Execution of Cleat Angle Test Case

if _name_ == "_main_":

result = run_design("CleatAngleTest1.osi")

print("Cleat Designation:", result.cleat.designation)

23



print("Cleat Height:", result.cleat.height)

print("Shear Yielding Capacity (kN):", round(result.

shear_yielding_capacity , 2))

print("Block Shear Capacity (kN):", round(result.

block_shear_capacity , 2))

print("Moment Capacity (kNm):", round(result.moment_capacity ,

2))

print("Bolt Diameter Provided (mm):", result.bolt.

bolt_diameter_provided)

print("Bolt Property Class:", result.bolt.bolt_PC_provided)

The following sample outputs were obtained:

• Cleat Designation: 50x50x3

• Cleat Height: 115 mm

• Shear Yielding Capacity: 90.54 kN

• Block Shear Capacity: 101.36 kN

• Moment Capacity: 4.51 kNm

• Bolt Diameter: 10 mm

• Bolt Property Class: 5.6

4.5 Repository References

The full implementation, including YAML files and execution setup, is available at:

• Official Osdag Repository: https://github.com/osdag-admin/Osdag

• MyRepository with Contributions: https://github.com/Anushka-Bajpai23/Osdag

These repositories contain the necessary files, sample test scripts, and implementation

details for the Cleat Angle Connection task.
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Chapter 5

Internship Task 3: Fin Plate Connection

Testing

5.1 Problem Statement

This task focused on validating the design output of Osdag’s Fin Plate Connection

module. The primary objective was to verify the correctness and consistency of the

module’s output by comparing it against benchmark results defined in input YAML

files and corresponding Excel spreadsheets. Parameters such as plate dimensions, bolt

specifications, and weld strengths were tested for accuracy.

The task was undertaken collaboratively by two interns. While the script structure

was implemented, complete execution could not be carried out due to unresolved depen-

dencies in the local environment. Nevertheless, the task provided substantial learning on

structural modeling and test-driven development in an open-source engineering context.

5.2 Tasks Performed

• Developed a test automation script using pytest to evaluate the Fin Plate Con-

nection outputs.

• Designed helper functions to extract expected values from Excel files and results

from Osdag-generated outputs.

• Implemented parameterized tests to run across multiple OSI input files.
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• Verified output fields such as Plate Height, Bolt Diameter, Weld Size, Weld Strength,

etc.

• Integrated error handling to gracefully skip test execution when necessary files or

system dependencies (e.g., OCC or LaTeX engines) were unavailable.

• Attempted CAD generation and report generation tests, which were conditionally

executed using try-except blocks.

5.3 Code Explanation

The script was modular and structured into two major test functions:

• test fin plate connection vs excel: Compared Osdag’s output values for a

given OSI file with benchmark values from the Excel sheet. Assertions included

tolerances for floating-point comparisons to account for minor discrepancies in com-

putation.

• test fin plate connection: Executed the design logic and checked if all required

design outputs were present. Additionally, it verified CAD and report generation

capabilities by calling get 3d components() and save design() methods.

• Helper Functions:

– get expected from excel(): Parsed the Excel sheet to fetch expected output

values for the given OSI file.

– extract results from output(): Converted Osdag’s raw output into a com-

parable dictionary format.

Note on Skipped Execution

The test script incorporated defensive checks to ensure smooth operation even in partially

set-up environments:

• If input files like FinPlateTest1.osi or ExpectedOutputs.xlsx were missing, the

test was automatically skipped using pytest.skip().
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• External operations like CAD and report generation, which rely on system-level

packages, were enclosed in try-except blocks. This prevented execution failures

on machines lacking the necessary setup.

Such conditional execution reflects best practices in robust software testing environ-

ments.

5.4 Python Code

Listing 5.1: Fin Plate Connection Test Script

import pytest

import yaml

from osdag.design_type.connection.fin_plate_connection import

FinPlateConnection

import pandas as pd

import glob

import os

if not (os.path.exists(’FinPlateTest1.osi’) and os.path.exists(’

ExpectedOutputs.xlsx’)):

pytest.skip(’Required OSI or Excel file missing , skipping test.’,

allow_module_level=True)

def get_expected_from_excel(excel_path , osi_filename):

df = pd.read_excel(excel_path)

row = df[df[’OSI File Name’] == osi_filename ].iloc [0]

expected = {

’Plate.Thickness ’: row[’Gusset Plate Thickness Value’],

’Plate.Height ’: row[’Gusset Plate Min Height Value’],

’Plate.Length ’: row[’Gusset Plate Length Value’],

’Weld.Size’: row[’Size of Weld Value’],

’Weld.Strength ’: row[’Weld Strength Value’],

’Weld.Stress ’: row[’Weld Strength Value’],

}

return expected

def extract_results_from_output(output):
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return {k: v for (k, _, _, v, *_) in output if k}

@pytest.mark.parametrize("osi_path", sorted(glob.glob("FinPlateTest *.

osi")))

def test_fin_plate_connection_vs_excel(osi_path):

osi_filename = os.path.basename(osi_path)

excel_path = "ExpectedOutputs.xlsx"

osi_data = yaml.safe_load(open(osi_path))

conn = FinPlateConnection ()

conn.set_input_values(osi_data)

output = conn.output_values(flag=True)

results = extract_results_from_output(output)

expected = get_expected_from_excel(excel_path , osi_filename)

for key , exp_val in expected.items():

assert key in results , f"Missing result for {key}"

if isinstance(exp_val , float):

assert abs(results[key] - exp_val) < 1e-2, f"Mismatch for {

key}: {results[key]} != {exp_val}"

else:

assert results[key] == exp_val , f"Mismatch for {key}: {

results[key]} != {exp_val}"

def test_fin_plate_connection ():

with open(’FinPlateTest1.osi’, ’r’) as f:

osi_data = yaml.safe_load(f)

conn = FinPlateConnection ()

conn.set_input_values(osi_data)

output = conn.output_values(flag=True)

assert any(o[0] == ’Bolt.Diameter ’ and o[3] for o in output)

assert any(o[0] == ’Bolt.Capacity ’ and o[3] for o in output)

assert any(o[0] == ’Plate.Height ’ and o[3] for o in output)

assert any(o[0] == ’Weld.Strength ’ and o[3] for o in output)

try:

if hasattr(conn , ’get_3d_components ’):

conn.get_3d_components ()

except:

pass

try:

if hasattr(conn , ’save_design ’):
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conn.save_design(popup_summary=False)

except:

pass

5.5 Repository References

The full code and contributions can be accessed at:

• Official Osdag Repository: https://github.com/osdag-admin/Osdag

• MyRepository with Contributions: https://github.com/Anushka-Bajpai23/Osdag

These repositories include all test scripts, sample OSI files, expected output data, and

setup for executing the Fin Plate test module.
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Chapter 6

Conclusion

6.1 Summary of Tasks Accomplished

The FOSSEE Osdag Fellowship was an enriching learning experience that allowed me

to contribute meaningfully to an open-source structural design software while enhancing

my technical capabilities. During the fellowship, I worked on three major tasks, each

focusing on different aspects of software development, testing, and interface design:

• Task 1: Interface Revamp – Spearheaded the redesign of Osdag’s graphical

user interface. This included designing modular wireframes for the Home Page,

Navigation Page, and Module Selection Page. The goal was to modernize the

interface and make it more intuitive and navigable for users.

• Task 2: Cleat Angle Connection Module – Developed a structured testing

framework for the Cleat Angle Connection using Python. Inputs were taken from

YAML-based OSI files, design calculations were validated using Osdag’s backend,

and outputs were tested using PyTest assertions. The module was tested against

key structural parameters and incorporated well-documented test cases.

• Task 3: Fin Plate Connection Testing – Collaboratively worked on testing

the Fin Plate Connection module. Despite some unresolved dependencies that

prevented complete execution, the task involved preparing a robust PyTest-based

script, comparing results with benchmark Excel data, and handling CAD/report

generation through exception-safe code blocks.
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6.2 Skills Developed

This fellowship offered a multidisciplinary platform, merging software engineering with

civil structural design. Key skills developed include:

Technical Skills

• Proficiency in Python programming with a focus on modular development, object-

oriented design, and unit testing.

• YAML-based input handling and integration for automated design calculations.

• Familiarity with IS 800:2007 standards and their application in Osdag’s logic.

• Test automation using PyTest, and structured use of assertion-based validation.

• Experience working with CAD generation workflows and basic report handling.

Professional Skills

• Strengthened debugging and analytical thinking through iterative code validation.

• Developed documentation and reporting proficiency using LaTeX.

• Exposure to open-source collaboration models and contribution protocols.

• Improved communication and teamwork through collaborative task execution.

6.3 Reflection and Future Scope

The fellowship has given me a deeper insight into how core structural engineering concepts

can be translated into software modules that are scalable and reusable. It demonstrated

the significance of rigorous testing in maintaining the reliability of civil design tools.

I am now more confident in contributing to large-scale engineering software and am

inspired to further explore the integration of domain-specific knowledge with open-source

development.
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Looking forward, I hope to remain engaged with community-driven projects and ex-

plore more interdisciplinary opportunities where I can continue contributing towards im-

pactful engineering solutions.
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Chapter A

Appendix

A.1 Work Reports
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Internship Work Report
Name: Anushka Bajpai
Project: Osdag
Internship: FOSSEE Summer Fellowship 2025
DATE DAY TASK Hours

Worked
15-May-2025 Thursday Started FOSSEE Summer Fellowship. Initial

setup and orientation with project requirements.
3

16-May-2025 Friday Studied Osdag software architecture and unit
testing fundamentals for the project.

4

17-May-2025 Saturday Set up development environment and familiarized
with GitHub workflow for the project.

5

20-May-2025 Tuesday Worked on initial testing setup and explored ex-
isting codebase structure.

4

21-May-2025 Wednesday Continued environment setup and resolved initial
configuration issues.

4

22-May-2025 Thursday Resolved xfail test issues. Added dummy test as
instructed and pushed changes to GitHub.

5

23-May-2025 Friday Attended team meeting for workflow setup con-
firmation. Discussed conda package building and
test execution procedures.

2

24-May-2025 Saturday Studied testing procedures and improved per-
formance based on mentor feedback. Reviewed
warning about punctuality and performance.

4

27-May-2025 Tuesday Attended unit testing team meeting with Parth.
Received task assignment for creating unit tests
with 5 OSI files per person.

2

30-May-2025 Friday Received OSI files and Excel sheet for unit test-
ing tasks. Started analysis of assigned connection
type (FinPlate/CleatAngle/TensionWelded).

6

02-Jun-2025 Monday Attended unit testing team meeting. Discussed
project requirements and testing approach with
team members.

1

04-Jun-2025 Wednesday Participated in team meeting. Continued work
on understanding OSI file structure and value
matching with Excel sheet.

2

06-Jun-2025 Friday Attended meeting with Aum (Swiftdhal) to learn
about passing values from OSI files to set input
function. Explored code functionality.

2

09-Jun-2025 Monday Reviewed Osdag documentation PDFs provided
by Parth. Studied system architecture and design
patterns.

4

10-Jun-2025 Tuesday Attended unit testing and installer team meeting.
Discussed progress and next steps for implemen-
tation.

2

12-Jun-2025 Thursday Multiple meetings scheduled. Studied CLI shell
implementation and fin plate connection code
structure.

3

14-Jun-2025 Friday Worked on unit test implementation despite re-
moving the necessary syntx errors.

4

18-Jun-2025 Tuesday Missed meeting due to scheduling conflict.
Catched up on development updates with
Ajinkya.

2
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DATE DAY TASK Hours
Worked

20-Jun-2025 Friday Attended team meeting with laptops ready for
hands-on work. Received direct guidance from
Ajinkya on implementation.

2

23-Jun-2025 Monday Submitted GitHub branch link with automation
testing implementation. Organized code struc-
ture for review.

5

24-Jun-2025 Tuesday Prepared for mentor review of submitted work.
Scheduled follow-up meeting for feedback and
next steps.

3

25-Jun-2025 Wednesday Attended unit testing team meeting. Reviewed
Python mock library documentation for mimicry
implementation.

2

27-Jun-2025 Friday Prepared documentation on OSI file loading
workflow. Detailed key files and functions in-
volved in the process.

6

02-Jul-2025 Wednesday Attempted to attend meeting but had pre-
placement test conflict. Apologized for late no-
tice to mentor.

1

04-Jul-2025 Friday Attended rescheduled team meeting. Discussed
project progress and upcoming deadlines.

2

07-Jul-2025 Monday Updated branch link with clearer description.
Worked on rebasing code to dev branch as re-
quested.

4

07-Jul-2025 Monday Attended evening meeting and gave short pre-
sentation on pytest implementation. Successfully
demonstrated working code - mentor Ajinkya
asked other team members to reference my pytest
file as example.

2

09-Jul-2025 Wednesday Received task assignment for next phase. Pushed
changes to repository and updated mentor.

3

10-Jul-2025 Thursday Had scheduling conflict with test. Attended
rescheduled meeting. Highlighted Arrange, Act,
Assert steps in code.

3

14-Jul-2025 Monday Started working on final internship report as
guided by Parth. Organized all completed work
for documentation.

4
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