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Chapter 1

Introduction

Yaksh is an Online Test Interface for creating various courses and conducting
online programming quizzes. It supports various programming languages like :- C,
C++, Python and simple Bash. User can solve any questions by using these
languages. Yaksh uses "test cases” to test the the implementations of the students.
It also supports simple multiple choice questions and file uploads so that user can
easily submit his code. Not only you can practice the questions even you can also
conduct a programming quiz that supports various languages.

Workshop Booking is an Online Platform for proposing, booking or creating
workshops on various courses based on the availability of the instructors and the
coordinators. It has flexibilty to prepone/postpone the date of booking.

In this project we are going to work on both the sites inorder to fulfill the integrity
constraint.



Chapter 2

Area of concern

2.1 Integration

As the courses for any workshop should be created on Yaksh Portal, the workshop
booking portal must have integration with Yaksh. This will help us in handling
accounts of the users in both the platforms, and the key used here is the email id
of a user.

2.2 Automation

After an instructor accepts, the proposed/booked workshops in the workshop
booking he must create a course corresponding to that workshop on yaksh portal,
and this must be done in a generic manner based on the workshop details. the
following are the steps used by users on yaksh to create a course :

Coordinator proposes/books a workshop

Instructor accepts the workshop

Instructor logins to Yaksh

Create a course

Add lessons, quizzes, and modules to the Course created

Alter Grading system, (If necessary)



Chapter 3

Design of the project

In this project we will use an API at Yaksh to receive the request to create a work-
shop along with the post-data required to create a course and user. Also inorder to
make the request secure, we are using OAuth 2.0 toolkit, which is an open standard
for token-based authentication and authorization on the Internet. The workflow can
be illustrated in the following flow charts.

3.1 OAuth

OAUTH 2.0 flow
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Chapter 4

Implementation

4.1 Workshop Booking

e workshop course request
This method is called when the instructor accepts the course. It manages
the oauth authentication, later it sends the workshop details to the yaksh
requesting to create a course based on the data.

def create_workshop_course(user,....... , wtitle, user_position):
""" requests yaksh portal to create a course """
imail = User.objects.get(id=user.profile.user_id).email
data = [(’grant_type’,’client_credentials’)]
response=requests.post(’http://localhost:8001/0/token/’,
data= data,
auth=(settings.CLIENT_ID,settings.CLIENT_SECRET))
if (response.status_code == 200):
access_token=response. json() [’access_token’]
workshop_data = dict(
instructor_username=auth_user.username,

position=user_position,
access_token=access_token
)

yaksh_response = requests.post("http://127.0.0.1:8001/exam/workshop_co

data=workshop_data)
return yaksh_response
else:
return response



4.2 Online test master

e Workshop course

— This method is called through the API from workshop booking, it is
also decorated by protected resource(), which secures the API through a
variable access code.

— It then verifies about the user by fetching his email from workshop book-
ing, If there is no user with that email a new account with profile is
created.

— Later It checks whether the user is of moderator group, if not it makes
them a moderator and creates a course with this user.

O@csrf_exempt
@protected_resource()
def workshop_course(request):
""" authenticates the user from workshop booking """
if request.method == ’POST’:
workshop_data = request.POST.dict()
workshop_title = workshop_data[’workshop_title’]
days = int(workshop_title[workshop_title.index("day") - 1])
workshop_title = workshop_title[:workshop_title.index(’,’) - 5]

if (workshop_data[’position’] == ’instructor’ and days != 0):
user_created = False
try:
user = User.objects.get(email=...)

except User.DoesNotExist:
user_created = True
user = None
new_user = User.objects.create_user(....... )
new_profile = Profile(user=new_user, is_email_verified=True)
user = new_user
if not is_moderator(user):
group = Group.objects.get(name="moderator")
user.groups.add (group)
date_obj = datetime.strptime(workshop_data[’workshop_date’])
workshop_title_code = abbreviation(workshop_title)
college_code =abbreviation(workshop_datal[’coordinator_Institute’])
create_course(
workshop_data, days,
user=user, new_user=user_created,

return HttpResponse (200)
return Http404("Unauthorised user")
return Http404("Unauthorised request")



e Create Course

— This method creates a course based on the data received from workshop
booking application.

— It uploads the questions from the zip files such that no duplicates are
uploaded.

— The modules are designed based on the number of days described in the
title of Workshop

def create_course(workshop_data, days, user,...):
""" creates course for an user """
course = Course.objects.create(...)
# quizzes are created
question_set = {
1: [’quiz_1’, ’quiz_2’, ’quiz_3’],
2: [’practice_basics’, ’practice_control_flow’, ..],
3: [’quiz_4’, ’practice_functions’, ....]
}
que = Question()
for day in range(days):
learning_module = LearningModule.objects.create(....... )
for index, quiz_name in enumerate(question_set[day + 1], 0):
quiz = Quiz.objects.create(........ )
zip_file_path = os.path.join(......... )
files, extract_path = extract_files(zip_file_path)
added_questions = que.read_yaml(extract_path, user, files) [1]

question_paper = QuestionPaper.objects.create(quiz=quiz, ...)
g_order = [str(que.id) for que in added_questions]
question_paper.fixed_question_order = ",".join(q_order)

question_paper.save()

question_paper.fixed_questions.add(*added_questions)

question_paper.update_total_marks()

question_paper.save()

quiz_unit = LearningUnit.objects.create(order=index, ....)

learning_module.learning_unit.add(quiz_unit)

course.learning module.add(learning module)

send_workshop_course_mail(........... ... ......... )

e This method is used to create an acronym for a string, here we use it to create
course code from the title.

def abbreviation(input):
""" returns the shorthand notation of a string """
code = []
for i in input.upper().split():
code.append (i [0])
return "".join(code)
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